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A Hessian Derivation for MaxEnt IRL

In this section, we derive the Hessian for the MaxEnt negative log-likelihood in Equation 5 of the main
paper. Recall that the Hessian is necessary for updating the L matrix and computing the task-specific
coefficients s(t). We begin by deriving the log-likelihood:
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now find the Hessian by taking the Jacobian of the gradient as follows:
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Taking the negative of the final expression and multiplying by 1
n

as required by our definition, we get
the expression in Equation 5 of the main paper.

B Additional Experiments Comparing ELIRL to Multi-Task IRL

To analyze how ELIRL performed in comparison to an existing multi-task IRL method, we designed
a simplified domain and experimental setting that are compatible with the assumptions behind
Babes et al.’s method [2], MTMLIRL. We did attempt to learn the full-size Objectworld using the
MTMLIRL code provided by Babes et al. in the BURLAP library [24], but the computational cost of
MTMLIRL made it infeasible to run the experiment in a reasonble timeframe. So, in this Appendix,
we present results on a simplified Objectworld domain. Even on this simplified domain, we found
that MTMLIRL’s training time was three orders of magnitude greater than that of ELIRL.

We created 30 Objectworld tasks of size 8 ⇥ 8, with 3 outer colors and 2 inner colors. We fixed
the object locations across tasks to satisfy MTMLIRL’s assumption that all tasks use a common
state space. Note that the state space of this environment is significantly smaller than that used in
experiments described in Section 6.2 of the main paper.

The training procedure for the algorithms was the same as in the main experiments, providing each
IRL algorithm with nt = 5 simulated trajectories of length H = 16 for each task. We repeated the
experiments for 20 different random task orderings for ELIRL and 10 different initializations for
MTMLIRL. MTMLIRL was given access to all 30 tasks in batch in order to decrease its computation
time while allowing for knowledge sharing across all tasks.
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Figure B.1: Comparison against MTMLIRL.
The reward function learned by ELIRL was
more accurate than that learned by MTMLIRL
on the small-scale Objectworld experiment.

Training time (sec)
ELIRL 1.095± 0.036
MaxEnt IRL 1.074± 0.163
MTMLIRL 1239.426± 48.373

Table B.1: The average learning time per task
for ELIRL, MaxEnt IRL, and MTMLIRL on
the small-scale Objectworld. The standard er-
ror is reported after the ±.

Figure B.1 and Table B.1 show the results of this simplified experiment, which suggest that ELIRL
is capable of learning a more accurate reward function than MTMLIRL at a substantially reduced
computational cost.

C Support for Cross-Domain Transfer

To show how ELIRL can support transfer across tasks from different domains, we adapt ideas from
cross-domain transfer in the RL setting, which uses inter-domain mappings. Previous work in this
area has used hand-coded mappings [41, 40], learned pairwise mappings autonomously [39, 14, 7, 8,
6, 15, 18, 36], or learned mappings to a shared feature space [5, 3, 23, 22]. Since we consider the
case in which there is an unknown (potentially large) number of tasks, we focus upon the last strategy.
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algorithm learns a set of projection matrices (g)
2 Rdg,k that specialize the knowledge in L to each

group, such that the parameter vectors are factorized as ✓(t) =  (g)
Ls

(t). By modifying the prior in
Equation 2 to include a Gaussian prior on the (g)’s and following previous work by obtaining the
second-order Taylor approximation [3], we obtain the cross-domain multi-task objective:
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which can be optimized online via efficient per-task updates. Results showing the effectiveness of
cross-domain transfer are presented in Section 6.3 of the main paper.

D ELIRL in Continuous State-Action Spaces

To show how ELIRL can easily support other IRL approaches as the base learner, in this section we
extend ELIRL to operate in continuous state-action spaces.

When dealing with high-dimensional, continuous environments, it can be prohibitively expensive to
discretize the state and action spaces as required in order to use MaxEnt IRL as the base learner for
ELIRL. Other existing IRL methods do not require discretization, such as the Relative Entropy IRL
algorithm [9] and the Approximated Maximum Entropy (AME) IRL algorithm [20]. The latter of the
two techniques is especially suitable to problems in robotics where the demonstrations provided by
users are rarely globally optimal, since it assumes only local optimality. We can employ AME-IRL
as the single-task learner in ELIRL to make ELIRL compatible with deterministic environments with
continuous state and action spaces.

Recall that MaxEnt IRL maximizes the likelihood of the demonstrated trajectories, and that in order
to evaluate this equation, we must compute the partition function. This cannot be done in the case of
continuous systems as it requires evaluating the policy at every state under a given reward. AME-IRL
overcomes this limitation by using the Laplace approximation of the MaxEnt log-likelihood, which
models the reward as locally Gaussian, thus removing the dependence on the partition function. The
approximate log-likelihood is given by:
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where gr and Hr are the gradient and Hessian of the reward function with respect to the expert user’s
actions, and du is the dimensionality of the actions. In order to optimize the multi-task objective in
Equation 4 of the main paper, we also require the Hessian H of the AME-IRL loss function with
respect to the reward parameters ✓, which we obtain as:
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where h = Hr
�1

gr. This expression can now be plugged into Equation 4 to enable ELIRL to operate
in continuous state-action spaces. Section 6.3 of the main paper presents experimental results of
applying ELIRL to continuous navigation tasks using AME-IRL as the base learner.
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